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## Objective

To implement the Huffman encoding algorithm using the greedy strategy for lossless data compression and determine its time and space complexity.

## Theory and Explanation

Huffman encoding is a popular greedy algorithm used for lossless data compression. The main idea is to assign variable-length binary codes to characters based on their frequencies such that characters with higher frequency get shorter codes. This reduces the overall size of the encoded data.

The algorithm builds a binary tree called the Huffman tree where each leaf node represents a character with its frequency. It repeatedly merges the two nodes with the smallest frequencies until only one tree remains. The path from root to each leaf gives the unique prefix-free code for each character.

By using prefix-free codes, it ensures that no code is a prefix of another, making decoding unambiguous. Huffman encoding is widely used in compression file formats like ZIP, JPEG, and MP3.

## Key Points

* Huffman encoding assigns shorter codes to more frequent characters and longer codes to less frequent ones.
* Uses a priority queue (min-heap) to efficiently access the nodes with the least frequency.
* Builds a binary tree by merging two smallest nodes repeatedly.
* Produces prefix codes for unambiguous decoding.
* Greedy because it always merges nodes with the smallest frequencies at each step.

## Pseudocode

text

function HuffmanEncoding(char[] chars, int[] freq):

create a priority queue Q to hold nodes

for each character c in chars:

create leaf node for c with its frequency, add to Q

while Q.size > 1:

left = Q.removeMin()

right = Q.removeMin()

merged = new Node(freq=left.freq + right.freq)

merged.left = left

merged.right = right

Q.add(merged)

root = Q.removeMin()

codes = empty map

generateCodes(root, "", codes)

return codes

function generateCodes(node, code, codes):

if node is leaf:

codes[node.char] = code

else:

generateCodes(node.left, code + "0", codes)

generateCodes(node.right, code + "1", codes)

## Example Output

Input:

text

Enter the number of characters:

4

Enter characters:

A B C D

Enter their frequencies:

5 9 12 13

Output:

text

Huffman Codes:

A: 00

B: 01

C: 10

D: 11

**Code:**

import java.util.\*;

class Node implements Comparable<Node> {

    char ch;

    int freq;

    Node left, right;

    Node(char ch, int freq) {

        this.ch = ch;

        this.freq = freq;

    }

    Node(int freq, Node left, Node right) {

        this.ch = '\0';

        this.freq = freq;

        this.left = left;

        this.right = right;

    }

    public int compareTo(Node other) {

        return this.freq - other.freq;

    }

}

public class HuffmanCoding {

    public static void generateCodes(Node root, String code, Map<Character, String> codes) {

        if (root == null)

            return;

        if (root.left == null && root.right == null) {

            codes.put(root.ch, code);

        }

        generateCodes(root.left, code + "0", codes);

        generateCodes(root.right, code + "1", codes);

    }

    public static Map<Character, String> buildHuffmanTree(char[] chars, int[] freq) {

        PriorityQueue<Node> pq = new PriorityQueue<>();

        for (int i = 0; i < chars.length; i++) {

            pq.add(new Node(chars[i], freq[i]));

        }

        while (pq.size() > 1) {

            Node left = pq.poll();

            Node right = pq.poll();

            Node merged = new Node(left.freq + right.freq, left, right);

            pq.add(merged);

        }

        Node root = pq.poll();

        Map<Character, String> codes = new HashMap<>();

        generateCodes(root, "", codes);

        return codes;

    }

    public static void main(String[] args) {

        Scanner sc = new Scanner(System.in);

        System.out.println("Enter the number of characters:");

        int n = sc.nextInt();

        char[] chars = new char[n];

        int[] freq = new int[n];

        System.out.println("Enter characters:");

        for (int i = 0; i < n; i++) {

            chars[i] = sc.next().charAt(0);

        }

        System.out.println("Enter their frequencies:");

        for (int i = 0; i < n; i++) {

            freq[i] = sc.nextInt();

        }

        Map<Character, String> huffmanCodes = buildHuffmanTree(chars, freq);

        System.out.println("Huffman Codes:");

        for (char c : chars) {

            System.out.println(c + ": " + huffmanCodes.get(c));

        }

        sc.close();

    }

}

**OUTPUT:**

**![](data:image/png;base64,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)**

**Time and Space Complexity Analysis:**

## Time Complexity

* Building the priority queue takes O(n) for n characters.
* Each merge operation occurs n−1 times, and each operation involves extracting two min nodes and adding one new node, each costing O(logn) because of the priority queue.
* Total time complexity: **O(nlogn)**.

## Space Complexity

* The tree stores all nodes including merged internal nodes; a total of 2n−1 nodes for n characters.
* Codes are stored for each character.
* Priority queue space: O(n)
* Overall space complexity: **O(n)**

## Pseudocode with Complexity Comments

text

CLASS Node

VARIABLE ch, freq

VARIABLE left, right

FUNCTION Node(ch, freq) // Constructor for leaf node

this.ch ← ch // Time: +1

this.freq ← freq // Time: +1

ENDFUNCTION

FUNCTION Node(freq, left, right) // Constructor for internal node

this.ch ← '\0' // Time: +1

this.freq ← freq // Time: +1

this.left ← left // Time: +1

this.right ← right // Time: +1

ENDFUNCTION

FUNCTION compareTo(other) // For priority queue ordering

RETURN this.freq - other.freq // Time: +1

ENDFUNCTION

ENDCLASS

FUNCTION generateCodes(root, code, codes) // Generate Huffman codes by tree traversal

IF root == null // Time: +1 per call

RETURN

IF root.left == null AND root.right == null // Leaf node // Time: +1 per leaf

codes[root.ch] ← code // Store code for character // Time: +1

generateCodes(root.left, code + "0", codes) // Traverse left subtree // Time: O(n) overall

generateCodes(root.right, code + "1", codes) // Traverse right subtree // Time: O(n) overall

ENDFUNCTION

FUNCTION buildHuffmanTree(chars, freq) // chars, freq: arrays of size n

DECLARE priorityQueue pq // Space: +n for storing nodes

FOR i = 0 TO n-1 // Time: +n

pq.add(new Node(chars[i], freq[i])) // Time: O(log n) per insertion

WHILE pq.size() > 1 // Time: O(n log n) for building tree

left ← pq.poll() // Extract min node // Time: O(log n)

right ← pq.poll() // Extract next min // Time: O(log n)

merged ← new Node(left.freq + right.freq, left, right) // Create new node // Time: +1

pq.add(merged) // Insert merged node // Time: O(log n)

root ← pq.poll() // Root of Huffman Tree // Time: +1

DECLARE codes map // Space: +n for character codes

generateCodes(root, "", codes) // Time: O(n) to generate codes

RETURN codes // Map char → code // Time: +1

ENDFUNCTION

FUNCTION main

DECLARE scanner // Space: +1

PRINT "Enter the number of characters:" // Time: +1

INPUT n // Time: +1

DECLARE chars[n], freq[n] // Space: +2n

PRINT "Enter characters:" // Time: +1

FOR i = 0 TO n-1 // Time: +n

INPUT chars[i] // Time: +1 per input

PRINT "Enter their frequencies:" // Time: +1

FOR i = 0 TO n-1 // Time: +n

INPUT freq[i] // Time: +1 per input

huffmanCodes ← buildHuffmanTree(chars, freq) // Time: O(n log n), Space: O(n)

PRINT "Huffman Codes:" // Time: +1

FOR each c IN chars // Time: +n

PRINT c + ": " + huffmanCodes[c] // Time: +1 per output

CLOSE scanner // Time: +1

ENDFUNCTION

**Conclusion**

In this lab exercise, we learned how to implement Huffman Encoding problem using Greedy Strategy.